
Assignment no. 0 

Title: Basics of Pointers, Structures, Functions, DMA, Passing of variables, CLA and Files 

• Part 1 

1. Declare and Initialize Pointers:  

a. Declare an integer variable named "num" and initialize it with a value of 20.  

b. Declare a pointer variable named "ptr" of type integer and assign it the address of the variable 

"num". 

2. Access and Modify Values Using Pointers:  

a. Print the value of "num" and the value pointed to by "ptr".  

b. Modify the value of "num" using the pointer "ptr" to assign a new value.  

c. Print the updated value of "num" and the value pointed to by "ptr". 

3. Pointer Arithmetic:  

a. Declare an array of integers named "arr" with 5 elements and initialize it with some values.  

b. Declare a pointer variable named "arrPtr" and assign it the address of the first element of the 

array.  

c. Using pointer arithmetic, access and print the values of all the elements in the array using 

"arrPtr". 

4. Pointer to Pointers:  

a. Declare two integer variables, "a" and "b", and assign them some values.  

b. Declare two integer pointers, "ptr1" and "ptr2", and assign them the addresses of "a" and "b" 

respectively.  

c. Declare a pointer to a pointer named "pptr" and assign it the address of "ptr1".  

d. Using the pointer to pointer, print the values of "a" and "b".  

e. Modify the value of "b" using the pointer to pointer.  

f. Print the updated value of "b" and the value of "a" using the pointers "ptr2" and "ptr1" 

respectively. 

  



• Part 2 

1. Define a Structure:  

a. Declare a structure named "Employee" with the following members:  

• "name" (string) to store the employee's name  

• "id" (integer) to store the employee's ID number  

• "salary" (float) to store the employee's salary  

b. Declare a variable "emp1" of type "Employee" and initialize its members with sample data. 

2. Accessing Structure Members:  

a. Print the values of the "name," "id," and "salary" members of "emp1" using dot notation.  

b. Prompt the user to enter values for the members of "emp1" and store them using dot notation.  

c. Print the updated values of "emp1" members. 

3. Array of Structures:  

a. Declare an array of "Employee" structures named "employeeList" with a size of 3.  

b. Prompt the user to enter values for the members of each employee in the "employeeList" array.  

c. Print the details of each employee using a loop and dot notation. 

4. Nested Structures:  

a. Define a structure named "Date" with members "day" (integer), "month" (integer), and "year" 

(integer).  

b. Modify the "Employee" structure from earlier to include a "joiningDate" member of type "Date".  

c. Prompt the user to enter values for the "joiningDate" member of "emp1" and print the updated 

details. 

5. Passing Structures to Functions:  

a. Create a function named "printEmployeeDetails" that takes an "Employee" structure as a 

parameter and prints its details.  

b. Call the function "printEmployeeDetails" and pass "emp1" as an argument. 

  



• Part 3 

1. Basic Function Creation and Calling: 

a. Create a function named "greet" that takes no parameters and prints a greeting message, such 

as "Hello, welcome to the lab!"  

b. Call the "greet" function from the main function to display the greeting message. 

2. Function with Parameters and Return Value:  

a. Create a function named "addNumbers" that takes two integers as parameters and returns their 

sum.  

b. Prompt the user to enter two numbers and store them in variables.  

c. Call the "addNumbers" function with the user-entered numbers as arguments and print the 

sum. 

3. Recursive Function: 

a. Create a recursive function named "factorial" that calculates the factorial of a given positive 

integer. 

b. Prompt the user to enter a positive integer and store it in a variable. 

c. Call the "factorial" function with the user-entered number as an argument and print the result. 

4. Function with Arrays:  

a. Create a function named "findMax" that takes an integer array and its size as parameters. 

b. Inside the function, find the maximum value in the array and return it. 

c. Declare an integer array and initialize it with some values.  

d. Call the "findMax" function with the array and its size as arguments and print the maximum 

value. 

  



• Part 4 

1. Dynamic Memory Allocation - Single Variable:  

a. Prompt the user to enter an integer value. 

b. Allocate memory dynamically to store the entered integer using the appropriate function.  

c. Assign the entered value to the dynamically allocated memory.  

d. Print the value stored in the dynamically allocated memory.  

e. Deallocate the dynamically allocated memory. 

2. Dynamic Memory Allocation - Array:  

a. Prompt the user to enter the size of an integer array.  

b. Allocate memory dynamically to store the integer array of the specified size.  

c. Prompt the user to enter values for each element of the dynamically allocated array.  

d. Print the values stored in the dynamically allocated array.  

e. Deallocate the dynamically allocated memory. 

3. Dynamic Memory Allocation - String:  

a. Prompt the user to enter a string.  

b. Allocate memory dynamically to store the entered string using the appropriate function.  

c. Copy the entered string to the dynamically allocated memory.  

d. Print the string stored in the dynamically allocated memory.  

e. Deallocate the dynamically allocated memory. 

4. Dynamic Memory Allocation - Structure:  

a. Define a structure named "Student" with members "name" (string) and "age" (integer).  

b. Prompt the user to enter the name and age of a student. 

c. Allocate memory dynamically to store a "Student" structure. 

d. Assign the entered values to the dynamically allocated structure.  

e. Print the details of the student stored in the dynamically allocated structure.  

f. Deallocate the dynamically allocated memory. 

5. Dynamic Memory Allocation - 2D Array:  

a. Prompt the user to enter the number of rows and columns for a 2D integer array.  

b. Allocate memory dynamically to store the 2D integer array of the specified size.  

c. Prompt the user to enter values for each element of the dynamically allocated 2D array.  

d. Print the values stored in the dynamically allocated 2D array. 

e. Deallocate the dynamically allocated memory. 

  



• Part 5 

1. Pass by Value vs. Pass by Address:  

a. Create a function named "changeValue" that takes an integer parameter. 

b. Inside the function, change the value of the parameter to a new value.  

c. Call the "changeValue" function from the main function and pass an integer variable as an 

argument.  

d. Print the value of the variable before and after the function call to observe the effect of pass by 

value. 

2. Pass by Value vs. Pass by Address with Arrays:  

a. Create a function named "modifyArray" that takes an integer array parameter and its size.  

b. Inside the function, modify the values of the array elements by adding 1 to each element.  

c. Call the "modifyArray" function from the main function and pass an integer array as an 

argument along with its size.  

d. Print the values of the array before and after the function call to observe the effect of pass by 

value. 

3. Pass by Address and Dynamic Memory Allocation:  

a. Create a function named "doubleValue" that takes an integer pointer parameter.  

b. Inside the function, double the value of the integer by dereferencing the pointer.  

c. Allocate memory dynamically for an integer variable in the main function. 

d. Call the "doubleValue" function from the main function and pass the address of the dynamically 

allocated integer.  

e. Print the value of the integer before and after the function call to observe the effect of pass by 

address. 

4. Pass by Value and Structures:  

a. Create a structure named "Person" with members "name" (string) and "age" (integer).  

b. Create a function named "changePersonAge" that takes a "Person" structure as a parameter and 

modifies its "age" member.  

c. Call the "changePersonAge" function from the main function and pass a "Person" structure as an 

argument.  

d. Print the values of the "age" member before and after the function call to observe the effect of 

pass by value. 

  



• Part 6 

1. Understanding Command-Line Arguments Command-line arguments allow you to pass inputs to your C 

program when you run it from the command line. These inputs can be used to modify the behavior or 

provide additional information to your program. Arguments are passed as strings separated by spaces. 

2. Main Function Declaration In your C program, the main function is where the execution begins. To 

accept command-line arguments, you need to modify the main function declaration to include two 

parameters: argc and argv. The argc parameter represents the number of arguments passed, and argv is 

an array of strings that stores the actual arguments. 

Here's the modified declaration of the main function: 

int main(int argc, char *argv[]) { 

    // Code goes here 

    return 0; 

} 

3. Accessing Command-Line Arguments Once you have the main function set up to accept command-line 

arguments, you can access them within your program using the argv array. The first argument (argv[0]) 

is always the name of the program itself, and subsequent arguments follow. 

Here's an example that prints all the command-line arguments: 

#include <stdio.h> 

int main(int argc, char *argv[]) { 

    // Print all command-line arguments 

    for (int i = 0; i < argc; i++) { 

        printf("Argument %d: %s\n", i, argv[i]); 

    } 

    return 0; 

} 

4. Compiling and Running the Program Save the C program with a .c extension (e.g., program.c), and 

compile it using a C compiler. For example, if you're using gcc, open a terminal and navigate to the 

directory containing the program. Then, run the following command to compile the program:  

gcc program.c -o program 

This command compiles the program and generates an executable file called program. To run the 

program with command-line arguments, type the following command in the terminal: 

./program arg1 arg2 arg3 

Replace program with the name of your compiled executable and arg1, arg2, arg3, etc., with the 

arguments you want to pass. 

5. Testing the Program Once you execute the program with command-line arguments, it will print each 

argument along with its index. For example, if you run the program with the command: 

./program hello world 

The output will be: 

Argument 0: ./program 

Argument 1: hello 

Argument 2: world 

 

6. You can modify the program to perform different actions based on the passed arguments, depending on 

your specific requirements. 

  



• Part 7 

1. File Opening Modes in C:  When opening a file in C, you can specify different modes that define how the 

file will be accessed. Here are some commonly used file opening modes: 

a. - `"r"`: Read mode. Opens an existing file for reading. The file must exist; otherwise, the 

operation fails. 

b. - `"w"`: Write mode. Opens a file for writing. If the file already exists, its contents are truncated 

(deleted). If the file does not exist, a new file is created. 

c. - `"a"`: Append mode. Opens a file for appending. If the file exists, new data is written at the end 

of the file. If the file does not exist, a new file is created. 

2. File Opening, Closing, Reading, and Writing: 

a. Opening a file: To open a file, you can use the `fopen()` function, which returns a `FILE` pointer 

that can be used to access the file. 

   FILE *file = fopen("filename.txt", "mode"); 

   if (file == NULL) { 

       // Error handling 

} 

b. Closing a file:   After you're done working with a file, it's important to close it using the `fclose()` 

function to release the resources associated with the file. 

   fclose(file); 

c. Reading from a file:   You can read data from a file using functions like `fgetc()`, `fgets()`, or 

`fread()`. These functions allow you to read characters, lines, or binary data, respectively. 

   int ch; 

   while ((ch = fgetc(file)) != EOF) { 

       // Process the character 

} 

d.  Writing to a file:   You can write data to a file using functions like `fputc()`, `fputs()`, or `fwrite()`. 

These functions allow you to write characters, strings, or binary data, respectively.    

   int ch = 'A'; 

   fputc(ch, file); 

   char *str = "Hello, World!"; 

   fputs(str, file); 

Note that when using the `"w"` or `"a"` mode, you need to check if the file was opened 

successfully before writing to it. 

That's a brief overview of file opening, closing, reading, and writing in C. You can use these concepts to 

perform various file operations in your programs. 

 

  



• Part 8 

1. Swap Function Using Pointers: Implement a function that takes two integer pointers as parameters and 

swaps the values of the integers they point to. Test the function by swapping the values of two 

variables. 

2. Pointer Arithmetic with Structures: Declare a structure named "Student" with members "name" (string) 

and "age" (integer). Create an array of structures, allocate memory dynamically, and use pointer 

arithmetic to access and modify the values of the structure members. 

3. Pointers and Functions: Create a function that takes an integer array as a parameter and returns a 

pointer to the maximum element in the array. Test the function by passing an array and printing the 

maximum value using the returned pointer. 

4. Function with Strings: Create a function named "countVowels" that takes a string as a parameter and 

returns the number of vowels in the string. Test the function by passing different strings and printing the 

vowel count. 

5. Recursive Function with Strings: Create a recursive function named "reverseString" that takes a string as 

a parameter and reverses it. Test the function by passing different strings and printing the reversed 

strings. 

6. Dynamic Memory Allocation - Structure Array: Create a structure named "Book" with members "title" 

(string) and "author" (string). Prompt the user to enter the number of books and allocate memory 

dynamically to store an array of "Book" structures. Prompt the user to enter details for each book and 

print them. 

7. Dynamic Memory Allocation - Resize Array: Create a function that takes an integer array and its current 

size as parameters. Inside the function, reallocate memory to resize the array to double its size. Test the 

function by resizing an array and printing its contents. 

8. Dynamic Memory Allocation - Matrix Operations: Implement functions to perform matrix addition, 

multiplication, and transpose operations using dynamically allocated memory for matrices. Test the 

functions by performing matrix operations on user-entered matrices. 

9. Write a C program that acts as a simple calculator. The program should accept three command-line 

arguments: two numbers and an operator (+, -, *, /). The program should perform the specified 

arithmetic operation on the given numbers and display the result. 

For example, if the program is called "calculator" and you run it with the command: 

./calculator 5 2 + 

The program should output:  

5 + 2 = 7 

10. Write a C program that copies the contents of one file to another. The program should accept two 

command-line arguments: the name of the source file and the name of the destination file. It should 

read the contents of the source file and write them to the destination file. 

For example, if the program is called "filecopy" and you run it with the command: ./filecopy source.txt 

destination.txt 

The program should copy the contents of "source.txt" to "destination.txt". 

 

 


